Semester Project

Cryptography and Network Security Lab

**Design & Implementation a Asymmetric Cipher based Digital Signature+ Confidentiality Crypto System**

**Implement RSA based Digital Signature+Confidentiality cryptosystem as follows:-**

**Using mod n=55, Generate asymmetric cipher based key pairs for Sender**

**(Alice: Apub, Apvt)) & recipient (Bob: Bpub, Bpvt)**

1. **Using mod n=55, Generate asymmetric cipher based key pairs for Sender (Alice: Apub, Apvt)) & recipient (Bob: Bpub, Bpvt).**
2. **Give block diagram to implement Asymmetric (RSA) based Confidentiality crypto-System (sender Alice, rcvr Bob), use key names of step1. Hence for plaintext= ‘d’ , compute Ciphertext at Sender. Feed this ciphertext at rcvr side to recover plaintext.**
3. **Give block diagram to implement Asymmetric (RSA) based Digital Signature crypto-System (sender Alice, rcvr Bob), use key names of step1. Hence for plaintext= ‘d’ , compute Signature algorithm output at Sender. Feed this output to rcvr side to verify/ authenticate sender at rcvr.**
4. **Give block diagram to implement Asymmetric (RSA) based combined Digita Signature + Confidentiality crypto-System (sender Alice, rcvr Bob), use key names of step1. Hence for plaintext= ‘d’ , compute final output at Sender. Feed this output to rcvr side to verify/ recover plaintext at rcvr.**

**C++ Code For Key Generation :-**

**Public Key ( e , d ) :  
Private Key ( d) :**

#include <iostream>

#include <cmath>

// Function to check if two numbers are coprime (i.e., their GCD is 1)

bool isCoprime(int a, int b) {

while (b != 0) {

int temp = b;

b = a % b;

a = temp;

}

return a == 1;

}

// Function to calculate the modular inverse using Extended Euclidean Algorithm

int modInverse(int a, int m) {

int m0 = m, t, q;

int x0 = 0, x1 = 1;

if (m == 1)

return 0;

while (a > 1) {

// q is quotient

q = a / m;

t = m;

// m is remainder now; process same as Euclid's algo

m = a % m, a = t;

t = x0;

x0 = x1 - q \* x0;

x1 = t;

}

// Make x1 positive

if (x1 < 0)

x1 += m0;

return x1;

}

int main() {

// Given modulus 'n' for RSA cipher

int n = 55;

// Calculate pi(n) for n=55 (pi(n) is Euler's totient function for n)

int pi\_n = 0;

for (int i = 1; i < n; i++) {

if (isCoprime(i, n)) {

pi\_n++;

}

}

// Find public key 'e' such that it is the smallest coprime to pi(n)'

int e = 0;

for (int i = 2; i < pi\_n; i++) {

if (isCoprime(i, pi\_n)) {

e = i;

break;

}

}

// Assuming sender and receiver have the same public and private keys

int d = modInverse(e, pi\_n);

// Display the results

std::cout << "Public key (e, n): (" << e << ", " << n << ")" << std::endl;

std::cout << "Private key (d): " << d << std::endl;

return 0;

}
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**C++ Code for Asymmetric RSA based Confidentially System :**

#include <iostream>

#include <cmath>

// Function prototype for powerMod

int powerMod(int a, int b, int m);

// Function to check if two numbers are coprime (i.e., their GCD is 1)

bool isCoprime(int a, int b) {

while (b != 0) {

int temp = b;

b = a % b;

a = temp;

}

return a == 1;

}

// Function to calculate the modular inverse using Extended Euclidean Algorithm

int modInverse(int a, int m) {

int m0 = m, t, q;

int x0 = 0, x1 = 1;

if (m == 1)

return 0;

while (a > 1) {

// q is quotient

q = a / m;

t = m;

// m is remainder now; process same as Euclid's algo

m = a % m, a = t;

t = x0;

x0 = x1 - q \* x0;

x1 = t;

}

// Make x1 positive

if (x1 < 0)

x1 += m0;

return x1;

}

int main() {

// Given modulus 'n' for RSA cipher

int n;

std::cout << "Enter the Modulus Value : ";

std::cin >> n;

// Calculate pi(n) for n=55 (pi(n) is Euler's totient function for n)

int pi\_n = 0;

for (int i = 1; i < n; i++) {

if (isCoprime(i, n)) {

pi\_n++;

}

}

// Find public key 'e' such that it is the smallest coprime to pi(n)'

int e = 0;

for (int i = 2; i < pi\_n; i++) {

if (isCoprime(i, pi\_n)) {

e = i;

break;

}

}

// Assuming sender and receiver have the same public and private keys

int d = modInverse(e, pi\_n);

// Display the results

std::cout << "Public key (e, n): (" << e << ", " << n << ")" << std::endl;

std::cout << "Private key (d): " << d << std::endl;

// Input the plaintext letter (single letter)

char alphabet[26] = { 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'k', 'l', 'm',

'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z' };

char plaintext;

std::cout << "Enter a single letter as plaintext: ";

std::cin >> plaintext;

// Find the value of the plaintext letter using the alphabet array

int plaintextValue = -1;

for (int i = 0; i < 26; i++) {

if (alphabet[i] == plaintext) {

plaintextValue = i;

break;

}

}

if (plaintextValue == -1) {

std::cout << "Invalid input. Please enter a valid letter." << std::endl;

return 1;

}

// Encryption: C = P^e (mod n)

int ciphertext = powerMod(plaintextValue, e, n);

// Decryption: P = C^d (mod n)

int decryptedValue = powerMod(ciphertext, d, n);

// Check if the decryption is valid

if (decryptedValue >= 0 && decryptedValue < 26) {

char decryptedLetter = alphabet[decryptedValue];

std::cout << "Encrypted ciphertext (C): " << ciphertext << std::endl;

std::cout << "Decrypted plaintext (P): " << decryptedLetter << std::endl;

}

else {

std::cout << "Decryption failed. Please check the keys and input." << std::endl;

}

return 0;

}

// Definition of the powerMod function

int powerMod(int a, int b, int m) {

int result = 1;

a = a % m;

while (b > 0) {

if (b & 1)

result = (result \* a) % m;

b = b >> 1;

a = (a \* a) % m;

}

return result;

}
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**C ++ Code For RSA Based Digital Signature System :-**

#include <iostream>

#include <cmath>

// Function prototype for powerMod

int powerMod(int a, int b, int m);

// Function to check if two numbers are coprime (i.e., their GCD is 1)

bool isCoprime(int a, int b) {

while (b != 0) {

int temp = b;

b = a % b;

a = temp;

}

return a == 1;

}

// Function to calculate the modular inverse using Extended Euclidean Algorithm

int modInverse(int a, int m) {

int m0 = m, t, q;

int x0 = 0, x1 = 1;

if (m == 1)

return 0;

while (a > 1) {

// q is quotient

q = a / m;

t = m;

// m is remainder now; process same as Euclid's algo

m = a % m, a = t;

t = x0;

x0 = x1 - q \* x0;

x1 = t;

}

// Make x1 positive

if (x1 < 0)

x1 += m0;

return x1;

}

int main() {

// Given modulus 'n' for RSA cipher

int n;

std::cout << "Enter the Modulus Value : ";

std::cin >> n;

// Calculate pi(n) for n=55 (pi(n) is Euler's totient function for n)

int pi\_n = 0;

for (int i = 1; i < n; i++) {

if (isCoprime(i, n)) {

pi\_n++;

}

}

// Find public key 'e' such that it is the smallest coprime to pi(n)'

int e = 0;

for (int i = 2; i < pi\_n; i++) {

if (isCoprime(i, pi\_n)) {

e = i;

break;

}

}

// Assuming sender and receiver have the same public and private keys

int d = modInverse(e, pi\_n);

// Display the results

std::cout << "Public key (e, n): (" << e << ", " << n << ")" << std::endl;

std::cout << "Private key (d): " << d << std::endl;

// Input the plaintext letter (single letter)

char alphabet[26] = { 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'k', 'l', 'm',

'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z' };

char plaintext;

std::cout << "Enter a single letter as plaintext: ";

std::cin >> plaintext;

// Find the value of the plaintext letter using the alphabet array

int plaintextValue = -1;

for (int i = 0; i < 26; i++) {

if (alphabet[i] == plaintext) {

plaintextValue = i;

break;

}

}

if (plaintextValue == -1) {

std::cout << "Invalid input. Please enter a valid letter." << std::endl;

return 1;

}

// Encryption: C = P^d (mod n)

int ciphertext = powerMod(plaintextValue, d, n);

// Decryption: P = C^e (mod n)

int decryptedValue = powerMod(ciphertext, e, n);

// Check if the decryption is valid

char decryptedLetter = alphabet[decryptedValue];

std::cout << "Encrypted ciphertext (C): " << ciphertext << std::endl;

std::cout << "Decrypted plaintext (P): " << decryptedLetter << std::endl;

return 0;

}

// Definition of the powerMod function

int powerMod(int a, int b, int m) {

int result = 1;

a = a % m;

while (b > 0) {

if (b & 1)

result = (result \* a) % m;

b = b >> 1;

a = (a \* a) % m;

}

return result;

}

**![](data:image/png;base64,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)**

**C ++ Code For RSA Based Combined Digital Signature + Confidentially System :-**

#include <iostream>

#include <cmath>

// Function prototype for powerMod

int powerMod(int a, int b, int m);

// Function to check if two numbers are coprime (i.e., their GCD is 1)

bool isCoprime(int a, int b) {

while (b != 0) {

int temp = b;

b = a % b;

a = temp;

}

return a == 1;

}

// Function to calculate the modular inverse using Extended Euclidean Algorithm

int modInverse(int a, int m) {

int m0 = m, t, q;

int x0 = 0, x1 = 1;

if (m == 1)

return 0;

while (a > 1) {

// q is quotient

q = a / m;

t = m;

// m is remainder now; process same as Euclid's algo

m = a % m, a = t;

t = x0;

x0 = x1 - q \* x0;

x1 = t;

}

// Make x1 positive

if (x1 < 0)

x1 += m0;

return x1;

}

// Function to perform RSA encryption with confidentiality and digital signature

std::pair<int, int> rsaEncrypt(int plaintext, int e, int d, int n) {

// Encryption: T = P^d (mod n)

int T = powerMod(plaintext, d, n);

// Digital Signature: C = T^e (mod n)

int C = powerMod(T, e, n);

return std::make\_pair(T, C);

}

// Function to perform RSA decryption with confidentiality and digital signature

int rsaDecrypt(std::pair<int, int> encryptedData, int e, int d, int n) {

int T = encryptedData.first;

int C = encryptedData.second;

// Digital Signature Verification: T = C^d (mod n)

int verifiedT = powerMod(C, d, n);

// Confidentiality Decryption: P = T^e (mod n)

int decryptedPlaintext = powerMod(verifiedT, e, n);

return decryptedPlaintext;

}

// Definition of the powerMod function

int powerMod(int a, int b, int m) {

int result = 1;

a = a % m;

while (b > 0) {

if (b & 1)

result = (result \* a) % m;

b = b >> 1;

a = (a \* a) % m;

}

return result;

}

int main() {

// Given modulus 'n' for RSA cipher

int n;

std::cout << "Enter the Modulus Value : ";

std::cin >> n;

// Calculate pi(n) for n=55 (pi(n) is Euler's totient function for n)

int pi\_n = 0;

for (int i = 1; i < n; i++) {

if (isCoprime(i, n)) {

pi\_n++;

}

}

// Find public key 'e' such that it is the smallest coprime to pi(n)'

int e = 0;

for (int i = 2; i < pi\_n; i++) {

if (isCoprime(i, pi\_n)) {

e = i;

break;

}

}

// Assuming sender and receiver have the same public and private keys

int d = modInverse(e, pi\_n);

// Display the results

std::cout << "Public key (e, n): (" << e << ", " << n << ")" << std::endl;

std::cout << "Private key (d): " << d << std::endl;

// Input the plaintext letter (single letter)

char alphabet[26] = { 'a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'k', 'l', 'm',

'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z' };

char plaintext;

std::cout << "Enter a single letter as plaintext: ";

std::cin >> plaintext;

// Find the value of the plaintext letter using the alphabet array

int plaintextValue = -1;

for (int i = 0; i < 26; i++) {

if (alphabet[i] == plaintext) {

plaintextValue = i;

break;

}

}

if (plaintextValue == -1) {

std::cout << "Invalid input. Please enter a valid letter." << std::endl;

return 1;

}

// Encryption with confidentiality and digital signature

std::pair<int, int> encryptedData = rsaEncrypt(plaintextValue, e, d, n);

// Decryption with confidentiality and digital signature

int decryptedPlaintext = rsaDecrypt(encryptedData, e, d, n);

// Check if the decryption is valid

if (decryptedPlaintext >= 0 && decryptedPlaintext < 26) {

char decryptedLetter = alphabet[decryptedPlaintext];

std::cout << "Encrypted ciphertext (C): " << encryptedData.second << std::endl;

std::cout << "Decrypted plaintext (P): " << decryptedLetter << std::endl;

}

else {

std::cout << "Decryption failed. Please check the keys and input." << std::endl;

}

return 0;

}
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